Programming Assignment

Lesson 10

CISC 071

By
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Purpose

* To learn about ***strings***

Rubric

* Correctness: 2 Points. Program should work as specified
* Input/Output: 2 Points. Show the inputs and outputs to the program. If Applicable multiple examples needed
* Coding style/Comments: 1 Points.

Project Assignment

* Use the setup function to set the serial monitor and print “Serial monitor setup done”
* Write code in the **setup** function
* Create two strings *"Hello” and “World”*
* Print the individual strings.
* Concatenate the two strings together using *strcat.*
* Print the concatenated string.
* Print the length of the concatenated string. Use *strlen*
* Cut and paste your program and serial monitor in this document.
* Leave the **loop** function empty.

Learning Notes:

Can't see the video? [View on YouTube →](https://youtu.be/8UeyqypsaG0)

**Strings**

Strings are used to store text. They can be used to display text on an LCD or in the Arduino IDE Serial Monitor window.

Strings are also useful for storing user input – for example the characters that a user types on a keypad connected to the Arduino.

There are two types of strings in Arduino programming:  
1) Arrays of characters which are the same as the strings used in C programming  
2) The Arduino *String* which lets us use a string object in a sketch

Strings and how to use strings in Arduino sketches are fully explained in this lesson; Objects will not be covered here.

**String Character Arrays**

The first type of string that we will look at is the string that is a series of characters of type *char*. The previous part of this course showed [*what an array is*](https://startingelectronics.org/software/arduino/learn-to-program-course/17-arrays/) – a consecutive series of the same type of variable stored in memory. A string is an array of *char* variables.

A string is a special array that has one extra element at the end of the string which always has the value of 0 (zero). This is known as a "null terminated string".

**String Character Array Example Sketch**

This sketch will show how to make a string and print it to the serial monitor window.

*void setup() {*

*char my\_str[6]; // an array big enough for a 5 character string*

*Serial.begin(9600);*

*my\_str[0] = 'H'; // the string consists of 5 characters*

*my\_str[1] = 'e';*

*my\_str[2] = 'l';*

*my\_str[3] = 'l';*

*my\_str[4] = 'o';*

*my\_str[5] = 0;    // 6th array element is a null terminator*

*Serial.println(my\_str);*

*}*

*void loop() {*

*}*

The sketch shows what a string is made up of – it consists of a character array with printable characters and a 0 in the last element of the array to show that this is where the string ends.

The string can be printed out to the Arduino IDE Serial Monitor window by using *Serial.println()* and passing it the name of the string.

This same sketch can be written more conveniently this way:

*void setup() {*

*char my\_str[] = "Hello";*

*Serial.begin(9600);*

*Serial.println(my\_str);*

*}*

*void loop() {*

*}*

In this sketch, the compiler calculates the size of the string array and also automatically null terminates the string with a zero. An array that is six elements long and consists of five characters followed by a zero is created exactly the same way as in the previous sketch.

**Strings and Characters**

Characters are written between single quotes like this:

*'w'*

Strings are written between double quotes like this:

*"This is a string"*

**Manipulating String Arrays**

We can alter a string array within a sketch as the following sketch shows.

*void setup() {*

*char like[] = "I like coffee and cake"; // create a string*

*Serial.begin(9600);*

*// (1) print the string*

*Serial.println(like);*

*// (2) delete part of the string*

*like[13] = 0;*

*Serial.println(like);*

*// (3) substitute a word into the string*

*like[13] = ' '; // replace the null terminator with a space*

*like[18] = 't'; // insert the new word*

*like[19] = 'e';*

*like[20] = 'a';*

*like[21] = 0;    // terminate the string*

*Serial.println(like);*

*}*

*void loop() {*

*}*

**Creating and Printing the String**

In this sketch, a new string is created and then printed for display in the Serial Monitor window (1).

**Shortening the String**

The string is shortened by replacing the 14th character in the string with a null terminating zero (2). This is element number 13 in the string array counting from 0.

When the string is printed out, all the characters are printed up to the new null terminating zero. The other characters do not disappear – they still exist in memory and the string array is still the same size. The only difference is that any function that works with strings will only see the string up to the first null terminator.

**Changing a Word in the String**

Finally the sketch replaces the word "cake" with "tea" (3). It first has to replace the null terminator at **like[13]** with a space so that the string is restored to how it was originally created.

New characters overwrite "cak" of the work "cake" with the word "tea". This is done by overwriting individual characters. The 'e' of "cake" is replaced with a new null terminating character. The result is that the string is actually terminated with two null characters – the original one at the end of the string and the new one that replaces the 'e' in "cake". This makes no difference when the new string is printed out because the function that prints the string stops printing string characters when it encounters the first null terminator.

**Functions to Manipulate String Arrays**

The previous sketch manipulated the string in a very manual way by accessing individual characters in the string. To make it easier to manipulate string arrays, you could write your own functions to do so, or use some of the string functions from the C language library.

The next sketch uses some C string functions.

*void setup() {*

*char str[] = "This is my string"; // create a string*

*char out\_str[40]; // output from string functions placed here*

*int num; // general purpose integer*

*Serial.begin(9600);*

*// (1) print the string*

*Serial.println(str);*

*// (2) get the length of the string (excludes null terminator)*

*num = strlen(str);*

*Serial.print("String length is: ");*

*Serial.println(num);*

*// (3) get the length of the array (includes null terminator)*

*num = sizeof(str);  // sizeof() is not a C string function*

*Serial.print("Size of the array: ");*

*Serial.println(num);*

*// (4) copy a string*

*strcpy(out\_str, str);*

*Serial.println(out\_str);*

*// (5) add a string to the end of a string (append)*

*strcat(out\_str, " sketch.");*

*Serial.println(out\_str);*

*num = strlen(out\_str);*

*Serial.print("String length is: ");*

*Serial.println(num);*

*num = sizeof(out\_str);*

*Serial.print("Size of the array out\_str[]: ");*

*Serial.println(num);*

*}*

*void loop() {*

*}*

The sketch works in the following way:

**(1) Print the String**

The newly created string is printed to the Serial Monitor window as done in previous sketches.

**(2) Get the Length of the String**

The **strlen()** function is used to get the length of the string. The length of the string is for the printable characters only and does not include the null terminator.

The string contains 17 characters, so we see 17 printed in the Serial Monitor window.

**(3) Get the Length of the Array**

The operator *sizeof()* is used to get the length of the array that contains the string. The length includes the null terminator, so the length is one more than the length of the string.

*sizeof()* looks like a function, but technically is an operator. It is not part of the C string library, but was used in the sketch to show the difference between the size of the array and the size of the string (or string length).

**(4) Copy a String**

The *strcpy()* function is used to copy the *str[]* string to the *out\_num[]* array. The *strcpy()* function copies the second string passed to it into the first string. A copy of the string now exists in the *out\_num[]* array, but only takes up 18 elements of the array, so we still have 22 free *char*elements in the array. These free elements are found after the string in memory.

The string was copied to the array so that we would have some extra space in the array to use in the next part of the sketch which is adding a string to the end of a string.

**(5) Append a String to a String (Concatenate)**

The sketch joins one string to another, which is known as concatenation. This is done using the *strcat()*function. The *strcat()* function puts the second string passed to it onto the end of the first string passed to it.

After concatenation, the length of the string is printed to show the new string length. The length of the array is then printed to show that we have a 25 character long string in a 40 element long array.

Remember that the 25 character long string actually takes up 26 characters of the array because of the null terminating zero.

**Array Bounds**

When working with strings and arrays, it is very important to work within the bounds of the string or array. In the example sketch an array was created that was 40 characters long in order to allocate memory that could be used to manipulate strings.

If the array was made too small and we tried to copy a string that is bigger than the array to it, the string would be copied over the end of the array. The memory beyond the end of the array could contain other important data used in the sketch which would then be overwritten by our string. If the memory beyond the end of the string is overrun, it could crash the sketch or cause unexpected behavior.

**For further details refer to the Arduino programming reference guide**

<https://playground.arduino.cc/uploads/Main/arduino_notebook_v1-1.pdf>

Program

char hello[6] = {'H', 'e', 'l', 'l', 'o'}; //create first c-string

char world[6] = {'W', 'o', 'r', 'l', 'd'}; //creat second c-string

char helloWorld[42]; //create array big enough to hold string - didnt know how to dynamicaly allocate correctly so i just made the array huge

void setup() {

Serial.begin(9600); //Initialize

Serial.println("Serial Monitor Setup Done"); //Print initialization

Serial.println(hello); //print hello string

Serial.println(world); //print world string

helloWorld[0] = 0; // begin array with null value

strcat(helloWorld, hello); //concatenate hello to big array

strcat(helloWorld, world); //concatenate world to big array

Serial.println(helloWorld); //print combined c-string

Serial.println(strlen(helloWorld)); //print length of combined c-string

}

void loop() {

// put your main code here, to run repeatedly:

}

Inputs/Outputs

Serial Monitor Setup Done

Hello

World

HelloWorld
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